An Introduction to Statistical Learning

## 6. Moving Beyond Linearity

### Conceptual

#### **1.** It was mentioned in the chapter that a cubic regression spline with one knot at can be obtained using a basis of the form , where if and equals otherwise. We will now show that a function of the form is indeed a cubic regression spline, regardless of the values of

1. Find a cubic polynomial such that for all . Express in terms of .

Since

,

therefore and

1. Find a cubic polynomial such that for all . Express in terms of .

For :

which we can rearrange to

and therefore have

, , and

1. Show that . That is is continous at .

equals

.

1. Show that . That is is continous at .

equals

1. Show that . That is is continous at . Therefore, is indeed a cubic spline.

equals

#### **2.** Suppose that a curve is computed to smoothly fit a set of n points using the following formula:

#### where represents the m-th derivative of g(and g(0)=g). Provide example sketches of in each of the following scenarios.

* , straight line through 0
* , straight line with intercept
* , (intercept and slope)
* $g = ax^2 +bx+c
* g will be very jumpy and exactly interpolate the training observations

#### **3.** Suppose we fit a curve with basis functions , . We fit the linear regression model and obtain coefficient estimates , ,. Sketch the estimated curve between and . Note the intercepts, slopes, and other relevant information.

x = -2:2  
y = 1 + x + -2 \* (x-1)^2 \* I(x>1)  
plot(x, y)
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* function is linear for all and quadratic for

#### **4.** Suppose we fit a curve with basis functions , We fit the linear regression model and obtain coefficient estimates , ,. Sketch the estimated curve between and . Note the intercepts, slopes, and other relevant information.

x = -2:2  
y = c(1 + 0 + 0, # x = -2  
 1 + 0 + 0, # x = -1  
 1 + 1 + 0, # x = 0  
 1 + (1-0) + 0, # x = 1  
 1 + (1-1) + 0 # x =2  
 )  
plot(x,y)
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* the function is either constant or linear depending on the interval

#### **5.** Consider two curves, and , defined by

#### where represents the m-th derivative of g.

1. As , will or have the smaller training RSS?

* as the more flexible approach will have the lower training error

1. As , will or have the smaller training RSS?

* cannot say for sure, might overfit so could have a lower test error

1. For , will have the smaller training and test RSS?

* for , and they therefore have the same training and test errors

### Applied

#### **6.** In this exercise, you will further analyze the Wage data set considered throughout this chapter.

1. Perform polynomial regression to predict wage using age. Use cross-validation to select the optimal degree d for the polynomial. What degree was chosen, and how does this compare to the results of hypothesis testing using ANOVA? Make a plot of the resulting polynomial fit to the data.

require(ISLR)  
require(boot)

## Loading required package: boot

data(Wage)  
set.seed(42)  
  
  
cv.error <- rep(0,10)  
for (i in 1:10) {  
 glm.fit <- glm(wage~poly(age,i), data=Wage)  
 cv.error[i] <- cv.glm(Wage, glm.fit, K=10)$delta[1]   
}  
cv.error

## [1] 1676.334 1601.952 1597.313 1594.688 1595.061 1592.922 1594.542 1596.803  
## [9] 1592.672 1596.282

plot(cv.error, type="b")
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fit.01 <- lm(wage~age, data=Wage)  
fit.02 <- lm(wage~poly(age,2), data=Wage)  
fit.03 <- lm(wage~poly(age,3), data=Wage)  
fit.04 <- lm(wage~poly(age,4), data=Wage)  
fit.05 <- lm(wage~poly(age,5), data=Wage)  
fit.06 <- lm(wage~poly(age,6), data=Wage)  
fit.07 <- lm(wage~poly(age,7), data=Wage)  
fit.08 <- lm(wage~poly(age,8), data=Wage)  
fit.09 <- lm(wage~poly(age,9), data=Wage)  
fit.10 <- lm(wage~poly(age,10), data=Wage)  
anova(fit.01,fit.02,fit.03,fit.04,fit.05,fit.06,fit.07,fit.08,fit.09,fit.10)

## Analysis of Variance Table  
##   
## Model 1: wage ~ age  
## Model 2: wage ~ poly(age, 2)  
## Model 3: wage ~ poly(age, 3)  
## Model 4: wage ~ poly(age, 4)  
## Model 5: wage ~ poly(age, 5)  
## Model 6: wage ~ poly(age, 6)  
## Model 7: wage ~ poly(age, 7)  
## Model 8: wage ~ poly(age, 8)  
## Model 9: wage ~ poly(age, 9)  
## Model 10: wage ~ poly(age, 10)  
## Res.Df RSS Df Sum of Sq F Pr(>F)   
## 1 2998 5022216   
## 2 2997 4793430 1 228786 143.7638 < 2.2e-16 \*\*\*  
## 3 2996 4777674 1 15756 9.9005 0.001669 \*\*   
## 4 2995 4771604 1 6070 3.8143 0.050909 .   
## 5 2994 4770322 1 1283 0.8059 0.369398   
## 6 2993 4766389 1 3932 2.4709 0.116074   
## 7 2992 4763834 1 2555 1.6057 0.205199   
## 8 2991 4763707 1 127 0.0796 0.777865   
## 9 2990 4756703 1 7004 4.4014 0.035994 \*   
## 10 2989 4756701 1 3 0.0017 0.967529   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

* Based on Anova 2 or 3 degree poly performs best, compared to 4th degree with cv.

attach(Wage)  
agelims=range(age)  
age.grid=seq(from=agelims[1],to=agelims[2])  
fit <- lm(wage ~ poly(age, 3), data = Wage)  
preds=predict(fit,newdata=list(age=age.grid),se=TRUE)  
se.bands=cbind(preds$fit+2\*preds$se,preds$fit-2\*preds$se)  
plot(age,wage,col="darkgrey")  
lines(age.grid,preds$fit,lwd=2,col="blue")  
matlines(age.grid,se.bands,col="blue",lty=2)
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1. Fit a step function to predict wage using age, and perform cross-validation to choose the optimal number of cuts. Make a plot of the fit obtained.

cv.error <- rep(0,9)  
for (i in 2:10) {  
 Wage$age.cut <- cut(Wage$age,i)  
 glm.fit <- glm(wage~age.cut, data=Wage)  
 cv.error[i-1] <- cv.glm(Wage, glm.fit, K=10)$delta[1]  
}  
cv.error

## [1] 1733.666 1683.238 1634.605 1630.162 1625.805 1612.094 1601.004 1611.510  
## [9] 1606.099

plot(2:10, cv.error, type="b")
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cut.fit <- glm(wage~cut(age,8), data=Wage)  
preds <- predict(cut.fit, newdata=list(age=age.grid), se=TRUE)  
se.bands <- preds$fit + cbind(2\*preds$se.fit, -2\*preds$se.fit)  
plot(Wage$age, Wage$wage, xlim=agelims, cex=0.5, col="darkgrey")  
lines(age.grid, preds$fit, lwd=2, col="blue")  
matlines(age.grid, se.bands, lwd=1, col="blue", lty=3)
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#### **7.** The Wage data set contains a number of other features not explored in this chapter, such as marital status (maritl), job class (jobclass),and others. Explore the relationships between some of these other predictors and wage, and use non-linear fitting techniques in order to fit flexible models to the data. Create plots of the results obtained, and write a summary of your findings.

library(gam)

## Loading required package: splines

## Loading required package: foreach

## Loaded gam 1.16.1

par(mfrow=c(3,3))  
plot(Wage$maritl, Wage$wage)  
plot(Wage$jobclass, Wage$wage)  
plot(Wage$race, Wage$wage)  
plot(Wage$education, Wage$wage)  
plot(Wage$health, Wage$wage)  
plot(Wage$age, Wage$wage)  
plot(Wage$year, Wage$wage)
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library(gam)  
gam.fit1 = gam(wage~s(age,2)+year+education, data=Wage)

## Warning in model.matrix.default(mt, mf, contrasts): non-list contrasts argument  
## ignored

gam.fit2 = gam(wage~s(age,2)+year+education+maritl, data=Wage)

## Warning in model.matrix.default(mt, mf, contrasts): non-list contrasts argument  
## ignored

gam.fit3 = gam(wage~s(age,2)+year+education+maritl+race, data=Wage)

## Warning in model.matrix.default(mt, mf, contrasts): non-list contrasts argument  
## ignored

gam.fit4 = gam(wage~s(age,2)+year+education+maritl+race+ health+jobclass, data=Wage)

## Warning in model.matrix.default(mt, mf, contrasts): non-list contrasts argument  
## ignored

gam.fit5 = gam(wage~s(age,2)+year+education+maritl+ health+jobclass, data=Wage)

## Warning in model.matrix.default(mt, mf, contrasts): non-list contrasts argument  
## ignored

gam.fit6 = gam(wage~s(age,2)+year+education+race+health, data=Wage)

## Warning in model.matrix.default(mt, mf, contrasts): non-list contrasts argument  
## ignored

gam.fit7 = gam(wage~s(age,3)+year+education+race+health, data=Wage)

## Warning in model.matrix.default(mt, mf, contrasts): non-list contrasts argument  
## ignored

gam.fit8 = gam(wage~s(age,4)+year+education+race+health, data=Wage)

## Warning in model.matrix.default(mt, mf, contrasts): non-list contrasts argument  
## ignored

gam.fit9 = gam(wage~s(age,5)+year+education+race+health, data=Wage)

## Warning in model.matrix.default(mt, mf, contrasts): non-list contrasts argument  
## ignored

anova(gam.fit1, gam.fit2, gam.fit3, gam.fit4, gam.fit5, gam.fit6, gam.fit7, gam.fit8, gam.fit9, test= "F" )

## Analysis of Deviance Table  
##   
## Model 1: wage ~ s(age, 2) + year + education  
## Model 2: wage ~ s(age, 2) + year + education + maritl  
## Model 3: wage ~ s(age, 2) + year + education + maritl + race  
## Model 4: wage ~ s(age, 2) + year + education + maritl + race + health +   
## jobclass  
## Model 5: wage ~ s(age, 2) + year + education + maritl + health + jobclass  
## Model 6: wage ~ s(age, 2) + year + education + race + health  
## Model 7: wage ~ s(age, 3) + year + education + race + health  
## Model 8: wage ~ s(age, 4) + year + education + race + health  
## Model 9: wage ~ s(age, 5) + year + education + race + health  
## Resid. Df Resid. Dev Df Deviance F Pr(>F)   
## 1 2992 3725514   
## 2 2988 3620098 4.00000 105416 22.0557 < 2.2e-16 \*\*\*  
## 3 2985 3611272 3.00000 8826 2.4621 0.06077 .   
## 4 2983 3564340 2.00000 46933 19.6389 3.362e-09 \*\*\*  
## 5 2986 3574385 -3.00000 -10046 2.8024 0.03849 \*   
## 6 2988 3672490 -2.00000 -98105 41.0520 < 2.2e-16 \*\*\*  
## 7 2987 3650727 0.99992 21763 18.2146 2.036e-05 \*\*\*  
## 8 2986 3645157 1.00021 5570 4.6605 0.03094 \*   
## 9 2985 3642096 0.99952 3061 2.5630 0.10951   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

deviance(gam.fit1)

## [1] 3725514

deviance(gam.fit2)

## [1] 3620098

deviance(gam.fit3)

## [1] 3611272

deviance(gam.fit4)

## [1] 3564340

deviance(gam.fit5)

## [1] 3574385

deviance(gam.fit6)

## [1] 3672490

deviance(gam.fit7)

## [1] 3650727

deviance(gam.fit8)

## [1] 3645157

deviance(gam.fit9)

## [1] 3642096

summary(gam.fit4)

##   
## Call: gam(formula = wage ~ s(age, 2) + year + education + maritl +   
## race + health + jobclass, data = Wage)  
## Deviance Residuals:  
## Min 1Q Median 3Q Max   
## -109.833 -19.054 -2.868 14.201 212.987   
##   
## (Dispersion Parameter for gaussian family taken to be 1194.884)  
##   
## Null Deviance: 5222086 on 2999 degrees of freedom  
## Residual Deviance: 3564340 on 2983 degrees of freedom  
## AIC: 29790   
##   
## Number of Local Scoring Iterations: 2   
##   
## Anova for Parametric Effects  
## Df Sum Sq Mean Sq F value Pr(>F)   
## s(age, 2) 1 199870 199870 167.2711 < 2.2e-16 \*\*\*  
## year 1 19154 19154 16.0303 6.386e-05 \*\*\*  
## education 4 1116690 279173 233.6399 < 2.2e-16 \*\*\*  
## maritl 4 128341 32085 26.8523 < 2.2e-16 \*\*\*  
## race 3 9201 3067 2.5669 0.0528241 .   
## health 1 32201 32201 26.9489 2.229e-07 \*\*\*  
## jobclass 1 15913 15913 13.3176 0.0002674 \*\*\*  
## Residuals 2983 3564340 1195   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Anova for Nonparametric Effects  
## Npar Df Npar F Pr(F)   
## (Intercept)   
## s(age, 2) 1 53.712 2.972e-13 \*\*\*  
## year   
## education   
## maritl   
## race   
## health   
## jobclass   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

plot(gam.fit4, se=TRUE, col="blue")
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#### **8.** Fit some of the non-linear models investigated in this chapter to the Auto data set. Is there evidence for non-linear relationships in this data set? Create some informative plots to justify your answer.

require(boot)  
require(gam)  
require(ISLR)  
data(Auto)  
set.seed(1)

pairs(Auto)
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* there should be some nonlinear relationships in this data set

##### **mpg - displacement**

deltas <- rep(NA, 15)  
for (i in 1:15) {  
 fit <- glm(mpg ~ poly(displacement, i), data = Auto)  
 deltas[i] <- cv.glm(Auto, fit, K = 10)$delta[1]  
}  
plot(1:15, deltas, xlab = "Degree", ylab = "Test MSE", type = "l")  
d.min <- which.min(deltas)  
points(which.min(deltas), deltas[which.min(deltas)], col = "red", cex = 2, pch = 20)

![](data:image/png;base64,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)

cvs <- rep(NA, 15)  
for (i in 2:15) {  
 Auto$dis.cut <- cut(Auto$displacement, i)  
 fit <- glm(mpg ~ dis.cut, data = Auto)  
 cvs[i] <- cv.glm(Auto, fit, K = 10)$delta[1]  
}  
plot(2:15, cvs[-1], xlab = "Cuts", ylab = "Test MSE", type = "l")  
d.min <- which.min(cvs)  
points(which.min(cvs), cvs[which.min(cvs)], col = "red", cex = 2, pch = 20)
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library(splines)  
cvs <- rep(NA, 15)  
for (i in 3:15) {  
 fit <- glm(mpg ~ ns(displacement, df = i), data = Auto)  
 cvs[i] <- cv.glm(Auto, fit, K = 10)$delta[1]  
}  
plot(3:15, cvs[-c(1, 2)], xlab = "Cuts", ylab = "Test MSE", type = "l")  
d.min <- which.min(cvs)  
points(which.min(cvs), cvs[which.min(cvs)], col = "red", cex = 2, pch = 20)
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##### **mpg horsepower**

deltas <- rep(NA, 15)  
for (i in 1:15) {  
 fit <- glm(mpg ~ poly(horsepower, i), data = Auto)  
 deltas[i] <- cv.glm(Auto, fit, K = 10)$delta[1]  
}  
plot(1:15, deltas, xlab = "Degree", ylab = "Test MSE", type = "l")  
d.min <- which.min(deltas)  
points(which.min(deltas), deltas[which.min(deltas)], col = "red", cex = 2, pch = 20)
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cvs <- rep(NA, 15)  
for (i in 2:15) {  
 Auto$dis.cut <- cut(Auto$horsepower, i)  
 fit <- glm(mpg ~ dis.cut, data = Auto)  
 cvs[i] <- cv.glm(Auto, fit, K = 10)$delta[1]  
}  
plot(2:15, cvs[-1], xlab = "Cuts", ylab = "Test MSE", type = "l")  
d.min <- which.min(cvs)  
points(which.min(cvs), cvs[which.min(cvs)], col = "red", cex = 2, pch = 20)
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library(splines)  
cvs <- rep(NA, 15)  
for (i in 3:15) {  
 fit <- glm(mpg ~ ns(horsepower, df = i), data = Auto)  
 cvs[i] <- cv.glm(Auto, fit, K = 10)$delta[1]  
}  
plot(3:15, cvs[-c(1, 2)], xlab = "Cuts", ylab = "Test MSE", type = "l")  
d.min <- which.min(cvs)  
points(which.min(cvs), cvs[which.min(cvs)], col = "red", cex = 2, pch = 20)
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##### **mpg - weight**

deltas <- rep(NA, 15)  
for (i in 1:15) {  
 fit <- glm(mpg ~ poly(weight, i), data = Auto)  
 deltas[i] <- cv.glm(Auto, fit, K = 10)$delta[1]  
}  
plot(1:15, deltas, xlab = "Degree", ylab = "Test MSE", type = "l")  
d.min <- which.min(deltas)  
points(which.min(deltas), deltas[which.min(deltas)], col = "red", cex = 2, pch = 20)
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cvs <- rep(NA, 15)  
for (i in 2:15) {  
 Auto$dis.cut <- cut(Auto$weight, i)  
 fit <- glm(mpg ~ dis.cut, data = Auto)  
 cvs[i] <- cv.glm(Auto, fit, K = 10)$delta[1]  
}  
plot(2:15, cvs[-1], xlab = "Cuts", ylab = "Test MSE", type = "l")  
d.min <- which.min(cvs)  
points(which.min(cvs), cvs[which.min(cvs)], col = "red", cex = 2, pch = 20)
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library(splines)  
cvs <- rep(NA, 15)  
for (i in 3:15) {  
 fit <- glm(mpg ~ ns(weight, df = i), data = Auto)  
 cvs[i] <- cv.glm(Auto, fit, K = 10)$delta[1]  
}  
plot(3:15, cvs[-c(1, 2)], xlab = "Cuts", ylab = "Test MSE", type = "l")  
d.min <- which.min(cvs)  
points(which.min(cvs), cvs[which.min(cvs)], col = "red", cex = 2, pch = 20)
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##### **GAMs**

fit = gam(mpg ~ s(displacement, 11) + s(horsepower, 10)+ s(weight, 7)+ acceleration, data = Auto)

## Warning in model.matrix.default(mt, mf, contrasts): non-list contrasts argument  
## ignored

deviance(fit)

## [1] 5068.748

summary(fit)

##   
## Call: gam(formula = mpg ~ s(displacement, 11) + s(horsepower, 10) +   
## s(weight, 7) + acceleration, data = Auto)  
## Deviance Residuals:  
## Min 1Q Median 3Q Max   
## -9.9543 -1.8508 -0.2105 1.7793 16.2185   
##   
## (Dispersion Parameter for gaussian family taken to be 14.002)  
##   
## Null Deviance: 23818.99 on 391 degrees of freedom  
## Residual Deviance: 5068.748 on 362.0007 degrees of freedom  
## AIC: 2177.805   
##   
## Number of Local Scoring Iterations: 2   
##   
## Anova for Parametric Effects  
## Df Sum Sq Mean Sq F value Pr(>F)   
## s(displacement, 11) 1 15063.8 15063.8 1075.8314 < 2.2e-16 \*\*\*  
## s(horsepower, 10) 1 1140.5 1140.5 81.4535 < 2.2e-16 \*\*\*  
## s(weight, 7) 1 295.2 295.2 21.0825 6.079e-06 \*\*\*  
## acceleration 1 111.2 111.2 7.9406 0.005099 \*\*   
## Residuals 362 5068.7 14.0   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Anova for Nonparametric Effects  
## Npar Df Npar F Pr(F)   
## (Intercept)   
## s(displacement, 11) 10 3.6826 0.0001044 \*\*\*  
## s(horsepower, 10) 9 6.8397 4.253e-09 \*\*\*  
## s(weight, 7) 6 0.5359 0.7809000   
## acceleration   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

#### **9.** This question uses the variables dis(the weighted mean of distances to five Boston employment centers) and nox(nitrogen oxides concentration in parts per 10 million) from the Boston data. We will treat dis as the predictor and noxas the response.

1. Use the poly() function to fit a cubic polynomial regression to predict nox using dis. Report the regression output, and plot the resulting data and polynomial fits.

library(MASS)  
set.seed(1)  
poly.fit <- lm(nox ~ poly(dis, 3), data = Boston)  
summary(poly.fit)

##   
## Call:  
## lm(formula = nox ~ poly(dis, 3), data = Boston)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.121130 -0.040619 -0.009738 0.023385 0.194904   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.554695 0.002759 201.021 < 2e-16 \*\*\*  
## poly(dis, 3)1 -2.003096 0.062071 -32.271 < 2e-16 \*\*\*  
## poly(dis, 3)2 0.856330 0.062071 13.796 < 2e-16 \*\*\*  
## poly(dis, 3)3 -0.318049 0.062071 -5.124 4.27e-07 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.06207 on 502 degrees of freedom  
## Multiple R-squared: 0.7148, Adjusted R-squared: 0.7131   
## F-statistic: 419.3 on 3 and 502 DF, p-value: < 2.2e-16

dislims = range(Boston$dis)  
dis.grid = seq(from = dislims[1], to = dislims[2], by = 0.1)  
preds <- predict(poly.fit, list(dis = dis.grid))  
plot(nox ~ dis, data = Boston, col = "darkgrey")  
lines(dis.grid, preds, col = "red", lwd = 2)
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1. Plot the polynomial fits for a range of different polynomial degrees (say, from 1 to 10), and report the associated residual sum of squares.

rss.error <- rep(0,10)  
for (i in 1:10) {  
 lm.fit <- lm(nox~poly(dis,i), data=Boston)  
 rss.error[i] <- sum(lm.fit$residuals^2)  
}  
plot(rss.error, type="b")
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1. Perform cross-validation or another approach to select the optimal degree for the polynomial, and explain your results.

require(boot)  
set.seed(1)  
cv.error <- rep(NA,10)  
for (i in 1:10) {  
 glm.fit <- glm(nox~poly(dis,i), data=Boston)  
 cv.error[i] <- cv.glm(Boston, glm.fit, K=10)$delta[1]   
}  
plot(cv.error, type="b")
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* 4th degree polynomial performs best, but 2 degree isn’t much worse

1. Use the bs() function to fit a regression spline to predict nox using dis. Report the output for the fit using four degrees of freedom. How did you choose the knots? Plot the resulting fit.

rs.fit <- lm(nox ~ bs(dis, knots = c(4, 7, 11)), data = Boston)  
summary(rs.fit)

##   
## Call:  
## lm(formula = nox ~ bs(dis, knots = c(4, 7, 11)), data = Boston)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.124567 -0.040355 -0.008702 0.024740 0.192920   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.73926 0.01331 55.537 < 2e-16 \*\*\*  
## bs(dis, knots = c(4, 7, 11))1 -0.08861 0.02504 -3.539 0.00044 \*\*\*  
## bs(dis, knots = c(4, 7, 11))2 -0.31341 0.01680 -18.658 < 2e-16 \*\*\*  
## bs(dis, knots = c(4, 7, 11))3 -0.26618 0.03147 -8.459 3.00e-16 \*\*\*  
## bs(dis, knots = c(4, 7, 11))4 -0.39802 0.04647 -8.565 < 2e-16 \*\*\*  
## bs(dis, knots = c(4, 7, 11))5 -0.25681 0.09001 -2.853 0.00451 \*\*   
## bs(dis, knots = c(4, 7, 11))6 -0.32926 0.06327 -5.204 2.85e-07 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.06185 on 499 degrees of freedom  
## Multiple R-squared: 0.7185, Adjusted R-squared: 0.7151   
## F-statistic: 212.3 on 6 and 499 DF, p-value: < 2.2e-16

pred <- predict(rs.fit, list(dis = dis.grid))  
plot(nox ~ dis, data = Boston, col = "darkgrey")  
lines(dis.grid, preds, col = "red", lwd = 2)
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1. Now fit a regression spline for a range of degrees of freedom, and plot the resulting fits and report the resulting RSS. Describe the results obtained.

rss <- rep(NA, 15)  
for (i in 3:15) {  
 range.fit <- lm(nox ~ bs(dis, df = i), data = Boston)  
 rss[i] <- sum(range.fit$residuals^2)  
}  
plot(3:15, rss[-c(1, 2)], xlab = "Degrees of freedom", ylab = "RSS", type = "l")
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1. Perform cross-validation or another approach in order to select the best degrees of freedom for a regression spline on this data. Describe your results.

cv.error <- rep(0,7)  
for (i in 4:10) {  
 glm.fit <- glm(nox~bs(dis, df=i), data=Boston)  
 cv.error[i-3] <- cv.glm(Boston, glm.fit, K=10)$delta[1]  
}  
plot(4:10, cv.error, type="b")
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#### **10.** This question relates to the College data set.

1. Split the data into a training set and a test set. Using out-of-state tuition as the response and the other variables as the predictors, perform forward stepwise selection on the training set in order to identify a satisfactory model that uses just a subset of the predictors.

require(ISLR)  
require(leaps)

## Loading required package: leaps

data(College)  
set.seed(1)  
  
trainid = sample(1:nrow(College), nrow(College)/2)  
train = College[trainid,]  
test = College[-trainid,]  
  
predict.regsubsets <- function(object, newdata, id, ...){  
 form <- as.formula(object$call[[2]])  
 mat <- model.matrix(form, newdata)  
 coefi <- coef(object, id=id)  
 xvars <- names(coefi)  
 mat[,xvars]%\*%coefi  
}  
  
fit.fwd = regsubsets(Outstate~., data=train, nvmax=ncol(College)-1, method ="forward")  
fwd.summary = summary(fit.fwd)  
  
err.fwd <- rep(NA, ncol(College)-1)  
for(i in 1:(ncol(College)-1)) {  
 pred.fwd <- predict(fit.fwd, test, id=i)  
 err.fwd[i] <- mean((test$Outstate - pred.fwd)^2)  
}  
  
par(mfrow=c(2,2))  
plot(err.fwd, type="b", main="Test MSE", xlab="Number of Predictors")  
min.mse <- which.min(err.fwd)   
points(min.mse, err.fwd[min.mse], col="red", pch=4, lwd=5)  
plot(fwd.summary$adjr2, type="b", main="Adjusted R^2", xlab="Number of Predictors")  
max.adjr2 <- which.max(fwd.summary$adjr2)   
points(max.adjr2, fwd.summary$adjr2[max.adjr2], col="red", pch=4, lwd=5)  
plot(fwd.summary$cp, type="b", main="cp", xlab="Number of Predictors")  
min.cp <- which.min(fwd.summary$cp)   
points(min.cp, fwd.summary$cp[min.cp], col="red", pch=4, lwd=5)  
plot(fwd.summary$bic, type="b", main="bic", xlab="Number of Predictors")  
min.bic <- which.min(fwd.summary$bic)   
points(min.bic, fwd.summary$bic[min.bic], col="red", pch=4, lwd=5)
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err.fwd[6]

## [1] 3844857

1. Fit a GAM on the training data, using out-of-state tuition as the response and the features selected in the previous step as the predictors. Plot the results, and explain your findings.

library(gam)  
gam.fit = gam(Outstate ~ Private + s(Room.Board, 3) + s(PhD, 3) + s(perc.alumni, 3) + s(Expend, 3) + s(Grad.Rate, 3), data=train)

## Warning in model.matrix.default(mt, mf, contrasts): non-list contrasts argument  
## ignored

par(mfrow=c(2, 3))  
plot(gam.fit, se=T, col="blue")
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1. Evaluate the model obtained on the test set, and explain the results obtained.

pred <- predict(gam.fit, test)  
(mse.error <- mean((test$Outstate - pred)^2))

## [1] 3353709

1. For which variables, if any, is there evidence of a non-linear relationship with the response?

summary(gam.fit)

##   
## Call: gam(formula = Outstate ~ Private + s(Room.Board, 3) + s(PhD,   
## 3) + s(perc.alumni, 3) + s(Expend, 3) + s(Grad.Rate, 3),   
## data = train)  
## Deviance Residuals:  
## Min 1Q Median 3Q Max   
## -6963.2 -1131.7 -101.2 1322.2 7949.7   
##   
## (Dispersion Parameter for gaussian family taken to be 3821609)  
##   
## Null Deviance: 6989966760 on 387 degrees of freedom  
## Residual Deviance: 1417814885 on 370.9995 degrees of freedom  
## AIC: 7000.312   
##   
## Number of Local Scoring Iterations: 2   
##   
## Anova for Parametric Effects  
## Df Sum Sq Mean Sq F value Pr(>F)   
## Private 1 1767246309 1767246309 462.435 < 2.2e-16 \*\*\*  
## s(Room.Board, 3) 1 1580386922 1580386922 413.540 < 2.2e-16 \*\*\*  
## s(PhD, 3) 1 351828206 351828206 92.063 < 2.2e-16 \*\*\*  
## s(perc.alumni, 3) 1 338018768 338018768 88.449 < 2.2e-16 \*\*\*  
## s(Expend, 3) 1 498727240 498727240 130.502 < 2.2e-16 \*\*\*  
## s(Grad.Rate, 3) 1 85973130 85973130 22.497 3.008e-06 \*\*\*  
## Residuals 371 1417814885 3821609   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Anova for Nonparametric Effects  
## Npar Df Npar F Pr(F)   
## (Intercept)   
## Private   
## s(Room.Board, 3) 2 1.6491 0.1936   
## s(PhD, 3) 2 1.2597 0.2850   
## s(perc.alumni, 3) 2 0.2914 0.7474   
## s(Expend, 3) 2 30.9997 3.55e-13 \*\*\*  
## s(Grad.Rate, 3) 2 1.0910 0.3369   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

* only Expend is stat. sig. on the .05 level

#### **11.** In Section 7.7, it was mentioned that GAMs are generally fit using a backfitting approach. The idea behind backfitting is actually quite simple. We will now explore backfitting in the context of multiple linear regression. Suppose that we would like to perform multiple linear regression, but we do not have software to do so. Instead, we only have software to perform simple linear regression. Therefore, we take the following iterative approach: we repeatedly hold all but one coefficient estimate fixed at its current value, and update only that coefficientestimate using a simple linear regression. The process is continued until convergence that is, until the coefficient estimates stop changing. We now try this out on a toy example.

1. Generate a response Y and two predictors and , with n= 100.

set.seed(1)  
X1= rnorm(100)  
X2 = rnorm(100)  
eps = rnorm(100, sd=0.1)  
Y = 3 + 2.4\* X1 + 0.66 \*X2 + eps

1. Initialize to take on a value of your choice. It does not matter what value you choose.

beta1 = 10

1. Keeping fixed, fit the model

a = Y-beta1\*X1  
beta2 = lm(a~X2)$coef[2]

1. Keeping fixed, fit the model

a = Y-beta2\*X2  
beta1 = lm(a~X1)$coef[2]

1. Write a for loop to repeat (c) and (d) 1,000 times. Report the estimates of , ,and at each iteration of the for loop. Create a plot in which each of these values is displayed, with , ,and each shown in a different color.

beta0 = rep(0, 1000)  
beta1 = rep(0, 1000)  
beta2 = rep(0, 1000)  
beta1 = 5  
for (i in 1:1000) {  
 a = Y - beta1[i] \* X1  
 beta2[i] = lm(a ~ X2)$coef[2]  
 a = Y - beta2[i] \* X2  
 lm.fit = lm(a ~ X1)  
 if (i < 1000) {  
 beta1[i + 1] = lm.fit$coef[2]  
 }  
 beta0[i] = lm.fit$coef[1]  
}  
  
plot(1:1000, beta0, type="l", xlab="iteration", ylab="betas", ylim=c(0, 4), col="green")  
lines(1:1000, beta1, col="red")  
lines(1:1000, beta2, col="blue")  
legend('center', c("beta0","beta1","beta2"), lty=1, col=c("green","red","blue"))

![](data:image/png;base64,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)

1. Compare your answer in (e) to the results of simply performing multiple linear regression to predict Y using and .Use the abline() function to overlay those multiple linear regression coefficient estimates on the plot obtained in (e)

lm.fit = lm(Y ~ X1 + X2)  
plot(1:1000, beta0, type = "l", xlab = "iteration", ylab = "betas", ylim=c(0, 4), col = "green")  
lines(1:1000, beta1, col = "red")  
lines(1:1000, beta2, col = "blue")  
abline(h = lm.fit$coef[1], lty = "dashed", lwd = 3, col = rgb(0, 0, 0, alpha = 0.4))  
abline(h = lm.fit$coef[2], lty = "dashed", lwd = 3, col = rgb(0, 0, 0, alpha = 0.4))  
abline(h = lm.fit$coef[3], lty = "dashed", lwd = 3, col = rgb(0, 0, 0, alpha = 0.4))  
legend("center", c("beta0", "beta1", "beta2", "multiple regression"), lty = c(1,   
 1, 1, 2), col = c("green", "red", "blue", "black"))

![](data:image/png;base64,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)

1. On this data set, how many backfitting iterations were requiredin order to obtain a “good” approximation to the multiple re-gression coefficient estimates?

beta0[1:3]

## [1] 3.002627 3.002535 3.002535

beta1[1:3]

## [1] 5.000000 2.402114 2.402111

beta2[1:3]

## [1] 0.6570755 0.6546533 0.6546533

* in this case one iteration is enough